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## Introduction - Domino Revisited

/~gibson/Teaching/CSC7203/CSC7203-AdvancedOO-L1.pdf

## Objects: from real world to code?



## From module description - more advanced OO topics

- Design (formal versus informal) and patterns
- Testing OO systems with JUnit
- Documentation with Javadocs
- Reuse and generics
- Reflection
- Exceptions
- Threads and Events


## Web Site: continually updated

## http://www-public.tem-tsp.eu/~gibson/Teaching/CSC7203/

Teaching-CSC7203 foc D. J, Poul Gibpor, inFonmatics (iNF), Tolecom: SudPark, Fronco.

## More Adyanced OO Development Concepts

Tis maveriel is part of the module (CN:NI - Object Oriented Connputing and Oistributed Systems (moudle ISP stre)
 updares hafore evory cozure.)
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Session 1: Wednesday 5th April 9:00-12:15 (B03)
A setirn to the comina problem:



Dominoes not Domino's

In complex systems, cause and effect are often distant in time and space


## Review of the Dominoes Case Study

## CONTEXT :

Simulation of a domino game between the computer and a user.

## THE GAME.

The domino set contains $\mathbf{2 8}$ dominos.
A round begins by distributing 6 dominos to the 2 players.
The one who starts is the one who has a double six. If no one has a double six, the double five is looked for, then the double four etc. In the absence of a double, the human user will start.
When it is his/her/its turn to play:

- the player puts down a domino matching with one of the extremities of the dominos that are already on the "table".
- if the player does not have any matching domino, he/she/it takes from the stock a domino until he/she/it gets a valid one or that the stock is empty. In that latter case, the player passes and it is the other player's turn.

A round stops when one of the players does not have any domino left or that no player can either puts a domino down or take one from the stock.
The dominos are the following:
$(6,6),(6,5),(6,4),(6,3),(6,2),(6,1),(6,0)$,
$(5,5),(5,4),(5,3),(5,2),(5,1),(5,0)$,
(4,4),(4,3),(4,2),(4,1),(4,0),
$(3,3),(3,2),(3,1),(3,0)$,
(2,2),(2,1),(2,0),
$(1,1),(1,0)$,
$(0,0)$

## Analysis of the Dominoes Case Study

## 1) Preparing for future extensions/variations and re-usability

Can the domino set have more/less elements?
Do we always start with 6 dominoes for each player?
Are there always 2 players?
Is the starting rule always the same?
Do the dominoes always have numbers on their faces?
Can we simulate different types of computer AI? ...

## 2) Clarification

Can a player take from the stock even when they are able to play from hand?
Do the players have to keep taking from the stock when they cannot play?
Can a player look in the stock when they take a domino?
Can a player see the stock elements?
Can a player see how many elements are in stock?
Can a player see the other players' dominoes (or how many they have)? ...

Analysis/Discussion of the Dominoes Design Decisions

Each team can present their designs to the other teams
What different design decisions were made?
Which decisions do we think are 'good' and why?
Which decisions do we think are 'bad' and why?
What makes a good design? (Criteria to be used?)
Do we see any good decisions that were evident in different designs (that could be candidate 'design patterns')?
(We can ask the same sort of questions with respect to the code ... leading to 'implementation patterns')

Good habit to encapsulate state (using private)
Good habit to implement methods for:
invariant
toString
equals (and hashCode)
randomize

## A Domino Model View Controller System

```
₹ Domino-MVC
    - 造sre
        * 丮 applications
            - J Dominomvc.ava
        - 由 controllers
            - JDominoButto Controllur.jaza
    * 田 models
            - JDomino.java
            - JCbservableDarina.ava
        - 用 speciticetions
                            - D DominoSpecification.java
    * 由 tests
            - गो J_nit_Domiro.ava
            - IJ J-rit_DominoSpecification.java
            - 』J.Jiil_OlxervaldeDominojava
            - IV ValidationDominajaua
    - 由tools
                            - J DeteHeader.jova
            - J. Hasinvariant.jawa
            - I Invarlan:BrokenException.|ava
            - J Randomizable.|ava
            - If SeedRNGComma dLine.java
囲 views
- J DominsFfame.javn
                            - J Dominolmages.avo
                            - DominoPencl.ave
- ER JRE System Litray [JovaSE -1.8]
- Elaunit 4
- \(\theta\) doc
- ©inagesDominos
```

Download the Domino MVC from the website ：
DominoMVC．zip
Let＇s quickly check the quality
of the design／code
You are to：
1．read the Domino specification
2．look at the Domino JUnit tests
3．implement the Domino class methods
4．run the unit tests
5．run the validation tests
6．if all tests pass，then run the application

The only file you should edit is models．Domino．java

## A Domino Model View Controller System

The only file you should edit is models．Domino．java

```
*Oloming Mng
    FO
        T ### moplcaton4
        -20.0inanoclava
        * 举 sortollon
```



```
        T
            - IDominejaw
            IDOminejam
        # IOstenablibominolma
    T 曾 mpenflarmes
        * IDominsppovileztonjaa
    T ittlests
        II Junt Aominolan
        - I Jnit,moninoSprifation/ava
        -I sum_ucsemaswuominojiva
        -I) WF|monCominulava
        ry foola
        ##em
    *) 热 Sywom Llorav (Jons5.1.8)
```



```
    * Sown
    *Dinucembomives
*) Domisens
*) comroes
-2, Omehver'Svym
M, treeplors
* Pactoy
- El modse-MNC
-DAroxy
Olmefiealim
*) Inglutsh
* (2) Treats
*-\vvets
```



Check out the TODOs

## A Domino Model View Controller System



## A Domino Model View Controller System

The seed used for the random number generator in the test is 0 .
You can override this value by passing an integer value as a main argument parameter, if you so wish.
********************************************************************
Execution Date/Time 2016/03/16 18:38:31
********************************************************************

Constructing all possible dominoes
0 : 0, hashCode = 9
$6: 6$, hashCode $=81$
Randomly creating a domino
5 : 2
left $=5$
right $=2$
hash $=40$

## Validation tests ... shortened

Switching sides
2 : 5
left = 2
right $=5$
hash $=40$

Making a copy
2 : 5

Checking exceptions for constructor
Properly caught exceptionjava. lang. IllegalArgumentException: left value of -1 is smaller than MIN $=0$ Properly caught exceptionjava.lang.IllegalArgumentException: right value of -1 is smaller than MIN = 0 Properly caught exceptionjava.lang. IllegalArgumentException: left value of 7 is bigger than MAX $=6$
Properly caught exceptionjava.lang.IllegalArgumentException: right value of 7 is bigger than MAX $=6$
Looping until 2 randomly created dominoes are the same:
4 : 2 --- 4 : 0
$4: 3--3: 4$
Checking that the random construction appears 'reasonably' random so that:
the frequency of each value chosen at random should be approx. equal to 100
left [0] = 101
right $[0]=95$
right [5] = 89
left [6] = 114
right [6] = 103

## A Domino Model View Controller System



> QUESTION:
> What do you notice about the behaviour of the graphical application?

## Switch

TODO: Draw the class diagram for the Domino-MVC code

